1

![](data:image/png;base64,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)

# BansilalRamnathAgarwalCharitableTrust’s

Vishwakarma Institute of Technology,Pune-37

*(Anautonomous Institute of Savitribai PhulePune University)*

**Department of Computer Engineering Lab Manual**

|  |  |  |  |
| --- | --- | --- | --- |
| **Course Code** | **Course Name** | **Lab Scheme (Hrs./Week)** | **Credits** |
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**Experiment No. 1**

**Title:**

Write a program to implement Bubble Sort to sort an array of integers in ascending order. Find out Time and space complexity.

**CO-PO mapping**

|  |  |  |  |
| --- | --- | --- | --- |
| Title of Experiment | CO Mapping | CO Statements | PO Mapping |
| Assignment Based on Sorting strategy. (Implement Bubble Sort to sort an array in ascending order and analyze time & space complexity) | CO1, CO4 | CO2: To design efficient algorithms for computational problems using appropriate algorithmic paradigm. CO3: To analyze asymptotic complexity of the algorithm for a complex computational problem using suitable mathematical techniques. | PO1, PO2, PO3 |

**Objective:**

* To understand the mechanism of comparison-based sorting.
* To implement Bubble Sort in C++ or Java.
* To analyze time and space complexity of Bubble Sort.

**Software Requirements:**

* Operating System: Windows/Linux
* Language: C++ or Java
* Compiler: g++/javac

**Hardware Requirements:**

* Processor: 2 GHz or above
* RAM: 4 GB or more
* Disk Space: Minimum 500 MB

**Theory:**

Bubble sort is a simple sorting algorithm. This sorting algorithm is comparison-based algorithm in which each pair of adjacent elements is compared and the elements are swapped if they are not in order**.**

**Algorithm:**

1. Check if the first element in the input array is greater than the next element in the array.
2. If it is greater, swap the two elements; otherwise move the pointer forward in the array.
3. Repeat Step 2 until we reach the end of the array.
4. Check if the elements are sorted; if not, repeat the same process (Step 1 to Step 3) from the last element of the array to the first.
5. The final output achieved is the sorted array.

**Pseudocode of bubble sort:**

Start

Repeat for i = 0 to n-1

a. Repeat for j = 0 to n-i-1

- If arr[j] > arr[j+1], swap them

End

**Time Complexity:**

| **Best Case** | **O(n)** |
| --- | --- |
| Average Case | O(n²) |
| Worst Case | O(n²) |

**Space Complexity:**

It sorts data directly within array without additional memory apart from few variables (counter and temp). The memory usage does not grow with the size of input. Regardless of whether you are sorting 10 elements or 10,000, fixed amount of memory is used for variables.

Hence **Space Complexity of bubble sort is O(1).**

**Conclusion:**

Bubble sort is easy to understand and implement. However, it is inefficient on large lists and is rarely used in practice for performance-critical applications.

**Source Code, with description and with Output Need to be Uploaded to the VOLP**

import java.util.Scanner;

public class SortingDemo {

    public static void bubbleSort(int[] arr) {

        int n = arr.length;

        for (int i = 0; i < n - 1; i++) {

            for (int j = 0; j < n - i - 1; j++) {

                if (arr[j] > arr[j + 1]) {

                    int temp = arr[j];

                    arr[j] = arr[j + 1];

                    arr[j + 1] = temp;

                }

            }

        }

    }

    public static void quickSort(int[] arr, int low, int high) {

        if (low < high) {

            int pi = partition(arr, low, high);

            quickSort(arr, low, pi - 1);

            quickSort(arr, pi + 1, high);

        }

    }

    public static int partition(int[] arr, int low, int high) {

        int pivot = arr[high];

        int i = low - 1;

        for (int j = low; j < high; j++) {

            if (arr[j] < pivot) {

                i++;

                int temp = arr[i];

                arr[i] = arr[j];

                arr[j] = temp;

            }

        }

        int temp = arr[i + 1];

        arr[i + 1] = arr[high];

        arr[high] = temp;

        return i + 1;

    }

    public static void printArray(int[] arr) {

        for (int num : arr) {

            System.out.print(num + " ");

        }

        System.out.println();

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.println("Enter no. of elements:");

        int n = sc.nextInt();

        int[] arr = new int[n];

        System.out.println("Enter elements:");

        for (int i = 0; i < n; i++) {

            arr[i] = sc.nextInt();

        }

        int[] arrBubble = arr.clone();

        int[] arrQuick = arr.clone();

        System.out.println("Bubble Sort:");

        bubbleSort(arrBubble);

        printArray(arrBubble);

        System.out.println("Quick Sort:");

        quickSort(arrQuick, 0, arrQuick.length - 1);

        printArray(arrQuick);

        sc.close();

    }

}

**OUTPUT:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfgAAAD5CAYAAADLAyduAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAChnSURBVHhe7d0/aCtbnuDx32ywvYF4O4ZB+wJHfgM2PdxgUNKJIrs7Eii6YKaTThQZvNlT1BgzkTZbgyMlnfRgMBMIFPWzIyWdiGkw3Vwz8xQM3qDVA555q6Q3mT2/c05JVaWSVCUdyXL5+wHda8nl+nOqVL/zr875i6+//vo/BQAAlMp/8f8DAIASIcADAFBCBHgAAEqIAA8AQAltIcDX5fquL/2+ed1dm3fr+1+/+Rv5/vu/kX/69X/1nyC3+rXc6Tno30jLfwTVkhubLuZ1Q8oAKK/gAb5105aaDKXTaEjj/EoG/nOE4gLU3fUmWaePrCuXem02ejI6ahLkAZRW4MfkNPg0RXoNuez6jz4CLS23a1Lxb0UmMuycy9VWcjcujavDjpxvZwM5uf048u+mJiZz904ydvXrO2kfP7+b/QWAIsKW4OuHUvU/fhitG+mb4G4iuikVaslQX7ciFx+janySOO6ODKUm7f6dvJsKhsqBnPgfAaBMwpbgfUl2vGYJ/he//mv55U9+5N/NfP+Pv5effevfqF/8lfzTL/+HfOXfivxZfvv3/yI//5X50f9OfvvP8rc//3/u155bv/lVatnM9eSi/Q18k8TKUmC6xJsq5WtGoVm1n7187ktzuuBIeo1L+aKlzdqsjiBNA60t0adrEzJK1LOS64t8ju3TdB2RuZqJyMQE88cFNQn+OBPb9ek026nZsdttHMtz51EO2rov7nfTNEisZ0UaFmTToTa26fuRKpwAfAx71Yv+Vz//F/nmm9/PXn//R/nB/y7uN/9T5H/HlvvH738kP/nlX8uvf2F++at/kz+YP/rqx1+Jvo376Y9N5uH7P04D+NL1FLGqFKjB2wfDqLTbGYrU2n1JNgFX7GdN6c1KxJMjad5di1yd+896JuS7YBytS1/TIDu4knP/WU8XXKSiJe1Tee34dZiFK7X2bH98cDcR1G9D90V/oRmOc7tItq7c64KVYzmzpXgNyia4j6Njio49Wco/vtB90W1UzM93Lg30AKL15E5DAIB6l4/J/exv/03ihexv/0EzAj+SH//U9bb/7g9/NhH+L+Wn8UBtSusm5sv3v/u//oPV61ltIFePGkVNEF7YK9uUXk9NmXPUS5R0B1e3NmAenSafNLCBe1r9MZCHZw2W26lGHvVipd/uk804VA/d3tTPjk12YySP0wVmx/opV0CtyIHZ6fr1qfkLkymIVem4YzeZmc/RiipSGT9O96VSMaXq6fIV83mxNMxr8DL2PwFA+QQN8FFQeNp1facptf/J/6i0JuD7VKD+xU//Ur6S/5Dfxav601LryaV7OSvdaq/s9KNp9TM5rpjA/frFfxDJDt7jl1kAUwNbct9GFfLy83RysKg5YCJzh5ISBc7Lbl3O9OBHT6n9H4hdpHro3hqj+M5MXiWxiYJpmNuXV3M0R3LKEwkASihIgNe2TA1sF3K7pWCUpG3p+nx8/PWN/13kd98nq+m1ev6H344l0ZSfYz35mNLt+ayqOyrRxwv06cA9UxVfaN4r3fthKvj5UvTkWR4WHYpXP4y6Wp6IzSdMMz6z16yPQX7B09A3ZzwetO0+8eghgDIJEuBdKbNhwvuFuVFut/d41BFPO95Fbef6MvE84dvf/cesmt5Wz/9Z/vDdrNNd3vUUZkv0rp1cq45XG8vCuPWWTg5EY7O2y7ugnLczYVT61xT4Iq9aszGatb8nXmZdYayZhtrPwBzbpye3P8nOggDwvgWtoh88PNtSX7422vXYjnI//FH+YVlVu/r2RX77g6umt9XzP/y7fBdrcM+9nk0NHkRrkY/mEmVR9fUqLmhWtIF7a2Zt3umAvDIEmqCpf6rHpTUbUVX8RmXj4GnovFmTEgDswLvrZPd/tJE83oFOH3VbULWune2++nFV/s4E8++/S3aoK7KexVpykzEcr+tYZuLOo5ZQfee0o2aiyr5+fSG1ykSG90Wjiw+aR6dbfNZ8zcA8faxu1qnOVvVrj/0NurrftEKnIQCU37sL8N/+7Pe2ZP6TX/p281/+N/num3/NrFr/1Xf/Lj989d/lm6/mO9cVWc9iXbnUMW18u3L0cs9Wx8YC0Gr73sjEp/Qy6z3D3b10j5PpI2LR+qL246g/hL5sO7d9HC65TB7dy56MYn8bf8WD7KwK37z8GAiJfhi2ndsPCxtbh74KxfzAaQgAZbdXA93M8QPR/Ck90A22LGuwGqd1oxmHzQaY2RcMdAOgzMKW4Acv4h6QCsM92vZn+dMf/AfYDT/k8OT5IRHc1Rfbaw4AsO8CV9G7DmDrDjzy69/8VWL0ub/TYWtjI89hR3xGrXJ8ljyP9Wu50PFmczwqt/9a8lmPZc0OegCw7wLPJqdi444XnVnMV8lPx4b//l/lm5/NRp7DLqXHfXfmxqt/d2LHVfT6BIB3ZAsBHgAAvLV314seAACsRoAHAKCECPAAAJQQAR4AgBKik12ZTYeOjQQeoCa9fnqlA8De2MMA7x5jqr77x7HeWBR8dcKYIMMKLmdHuKu+lwDPNQag/MJU0bduEmOMx18bzDGCDbiZ0piIBQA+qqBt8CM70UjytYPCIxba07nmAQBbF6aKXkvwzSMb4BcFdDuxx/GzdM5f5HNshLRoZDQ38cestTgtOYJabLQ8K9W2bPenaj97+exnVbNGhSYWWbXPM+lR37Y5GUu+bYWZSGVFOscsr6Jfsh7blHAsz51HOWjrcbnfTc9bol1/+f6EvcbynlO/HP0PAOyZ3fait9OPnsprx5fweyM73ahW4w+uzn2pv2fCsLvZxmsCkjdec5Mf96a/6wxFau271PzobjrVpkTL6RSrR9LMmL99qSX7bNnmCdeem9yfLTRPrNpWrKnEBTJzvLHmkn6hHcqbzqvkW8/xhaaxmwb3+OLOnTeT1lI5ljO7XM79CXaNmaCt/RemvzcZkIuMa6f1yWUCpvsJAPth54/JjXqxUlD3yd5oq4f574z161NzQzUl8VhVweDq1s2P/jkZwOwNfLrcQB6eJ+ZGfCAn/pO8Fu+zKVGemtu7CQTxEr3bn/Un3cmWY1s6Z7oPSB39UNNpGqDMq0B7SZF0XibfeipSGT9O07hSGceWr8iBOWFF9mfTayyaTW/0FE+vrlxmldD9+ssxAQ+AMgka4I+asdKifaVLeyNJ3DMLq8vZsSmZzs0ANpAXnf6sepgIqONUA7QrwRWtsl6yz/Uz0d2ZvH7xH0TWz0wstMttFUznxVavJ5IIppNXiR/lZbfI/mx6jRl+Nj29nldXepjAr5knqucB7Jktd7LLarPcxIkcmPu8ufOmMhLxdvbdS2ckZqpSpOCYx262FSqd9209eWnQ1uYCF+Tdtoo2TQDA29p5Ff1m3HzzWk2dzEj4196VonbZiz3ktkKl8+r15PMW530gV+d+/Z2hTGyfDoI8gPdjDwO8u5lXtOF1TtEq4i0bPIjWjh99StfjLqhS1h7jtjR4I/lbsb2i29pIqHQOs56bVujzvuwayzC4knMf5Of/RDvkmXNatPMmAGzZHgZ4fzM/Os0sLXXvzY1We0oH76K+DlPKexzZquP47tSvL6RWmcwNMuMGn1FHMhenVyq2rU2FSud9W4+z/BrTpxHuUr+IBg6a6wJBL3oAe2rLnezWe1Sse+kel9LHv6L1TG+4WprSx5wy2mOD3PuL0p7rvVHi2N3z5/P9DwYPzyZEqDU7ghXY1sZypLM+Vx59ZtvC7SNq7n3w8xX4vC+9xkw638pFYhsL05le9AD2FJPNAABQQu+skx0AAMiDAA8AQAkR4AEAKCECPAAAJUSABwCghAjwAACUEAEeAIASIsADAFBCBHgAAEqIAA8AQAmFGaq2dSP9zIm5R9JrXAac5QwAAOQRMMBXZdjZwqQnAACgMKroAQAoIQI8AAAltMU2eNrfAQB4K1uaD74u13dtqVUmtMsDAPAGtlRFP5Cr26FMpCLHZ3X/GQAA2JXttcEPXmRs/qscnLj3AABgZ7YX4FufRFvlR0+0wgMAsGvbCfD1a7nTTnejnlwS3wEA2Lkgnezq13fSrlX8O2fUaxDcAQB4I1vqRQ8AAN4SA90AAFBCBHgAAEqIAA8AQAkR4AEAKCECPAAAJUSABwCghAjwAACUEAEeAIASYqCbTemwvO2aTMfxmwylc34lzJALAHhLe1iCb8lNvy931+9kmtnBlZw3GtIwr97If/YuvLN0BgAUEibAt26kb4JF1uum5ZcBAAA7E7QErxPMaEk2/mLCGQAAdi9MG7yW4JtHS2eQszPOHT9L5/xFPvebdq54NRl25PxqkDkjXVy0nFOX67u2zBafyLBzLtNf2/2p2s9ePvdFZ651RtJrXEqxPMeKbcW0bsy2qova4Jesx7bjH8tz51EO2po27nfTfU+06y/fn7DprNX4s3WktzXjl6P/AQDsjd22wVdq0u6fymvHl/B7I/NR21bjD67Ofam/Z8KwCzTxmoBk0DEBbtyb/q4zFKm17yTZnFwxn5kAKdFyHRlOjqR5d21CZF55t7VKvvUcX2ja6H5WzM93bt+1Yb9yLGd2uZz7EyydTdAezbbVaJgMyEVG+rU+uUzAdD8BAG9t553sRr1YCbD7ZINM9TB/VKhfn5pgYkrisaqCwdWtDYq1z8kGfxu8pssN5OF5YoLQgZz4T1Ypsq1l8q2nIpXx4zRtKpVxbPmKHJidLrI/m6az1A+lav4bPc22ZVYkl1kldL9+mTzLw9wvAQBvIWiAP2qmO9mlS7ojScSLwupydlzRqJOqZh/Iy9j8Vz1MlC7HL8lo40qveavoi21rsdXriSSC6eRVvvgf1WW3yP5sms7G4EV0tXpOV3eUNIFfS/hUzwPA3thyJ7us9tpNnMiBNh8fNVMZiXg7eyihtrVv68lLg7Y2F7gg77ZVtGkCAPBWdl5Fv5kv8moCjslJpDIS/hW0BBlqW6vXk88ujz0ykKtzv/7OUCa2XwNBHgDegz0M8C6QVbTReU7R6vFNhNpWmPXctEIf+7J0zqAD+vggP/8n2iHPlPALdWAEAGzTHgZ4H8iOTjNLit17E2S0l/gORtAJta19W4+zPJ31UcP0KHf1s2MT3ifyGu8coOhFDwB7Z8ud7NYbya576R4V08fcovVMg40dGrYno4y26OAxP8e29Lny6DPbFm4fUXPvg+9z4GNfms7dS7mVi8Q22rWx9LL6VdCLHgD2DpPNAABQQu+skx0AAMiDAA8AQAkR4AEAKCECPAAAJUSABwCghAjwAACUEAEeAIASIsADAFBCBHgAAEqIAA8AQAltYahanVmsaScfmQw7cp57QvjZ32WaDKVTdErU+rXctWt2gpRhZ7256XWs+XZNJ2L31tkPNd0Xb931AACQQ/ASfOtmSZBeqiuX6TnO7atnJzKZPD8UCIZ1ub7rS/9C5HGok6ivxwb342fpxPdFJ5MpOi1q60b6JriPe7Pj6o11Upobk60BACC8sAHelFJPTXQf9VxQDqF+fWoyDBN5LjBNWeumLcfPHWmYEnJ6ZtMiBlfndh2zLXflXjMMhaZFbclN0xzBsCOXXf+RYad+NUd2mjlXKwAAmwkY4E2p+aImlVEvEcg205LPWj0+eixUvd69bBRoGtiy+qFUzX/jl9T+DB7kWfMKByf+AwAAwgkW4OvXF1KrjKQXLrpPS+/D+3Dr3NTJgbaijyUdrxcavJilRaqHC0rq1cNi1f0AAOQQKMC7kvZkeC/hQvF6pfetat1IUzsYjJ4KHGdXnkampF67kHhtvMsQ+TcAAAQWJMDbjnWTodwGjMR7V3rXjnIa3bX3e8FaCm0y6I0qUmv3pd93rwt5FNv/b/xCT3oAQHCbB3hbqjWB+DbkI197VnrXR9xc0V16az7apkF+9mSA9hEQ0dr+yesm3QABAMi2cYBvfdLAlyyd9v3z7JVa276/K9hTfK9K79Pn101wb1yGa4JofTLHOJLHvWl/AACUyRYGulFu0JpqoYFuIn7Am1FPGgE67LmBamS9gW62FNxbN31X67Hm4DsAAKyydwE+Gjlu1Gus/bjd3OhzcQVGkHOB2L9JK7Ceuf0JlHkBAGCRLQV4AADwloI9Bw8AAPYHAR4AgBIiwAMAUEIEeAAASogADwBACRHgAQAoIQI8AAAlRIAHAKCE9irA64hv/f6NtPz7LHmWMQvJ3XRcfPO6u2bOdQDAh1LOEvzgSs79rG29kf+sNHQY4OIT+AAAPpYgAV7HbJ/NJBe97uTDxKB0jcFHOnYAwF4KV4LXyVdi8533RjqF7AcIdK0b6bvp6qbH3mjcilysaEYAAGCLtlZF370fykQqcnDi3me3nS+qbnafRyXi7OroPMusUpfru9k6ipe8zd+fHtnMzW1i1ryBXJ2np5dN7u/ctjSj4D9L1oi4NHPpp++Tc+1Hr4VpSP8DAPiQ9q8NflKVUxPEpOdLw72RDWY38ZxBnmVW0gDYltq4Ny15d4ayXq1D5UB8PiabDd5u+tzktvqpfdZaj740JdqnjgwnR9I0QdrkGPxnPdFuBZNEjUFjflre1iebEZDKsZwR4QHgw9lSgDcl24uaVEzJ9r7otOeViozjc8F3702QEzk6jZVE8yyzQv361ATAkfRi87IPrm7NekyQ/Zw3p2BK6o8abk0Q1tJyZg7Dl/JHvUQQdtua32cbuKf7NJCHZ7PQqgxElu6TzQjI5Fke8kxaDwAolXABvlKT9rTK2JSMKyZ4nl+ZEFXUSJ4SmYKBvIzNf4kgl2eZZepydlwxq3lKVaP79VQPc2cUpHtpStBa0jY/HzX98ceaIupnopuavH7xH0Syg/f4JZliA1tyT1f359GVSy3dr3UOAADv3dY62XWGVVuqLVZtnu3Lq0bP5fIsM3MiBybozgLy7NW09dpFaZu7P3b7XJ4r0cePPR24Z6pySBU6ACCwrbXBL6qCXseJRuPJq6TLwHF5lpn5IjY/MJq1vydem5R6bYnetZPrsa82loWxHwCANW0twE+NXxYHy6gj2FIt+aQLLVtPrmXi1qiKX9fgQbQm/uhTuipjUTPBKi5zUokeT1iIXvQA8JFtLcDXry+kZuOXC18DG1GPZBrntGd5jvrw1o0+FpbsDJeWZ5k0+xif9hvYqA3BBNGMAOo68Jljf7wy//qOeEfNRJW9S5+JDAv3QvSZk6PT5b396UUPAB/aX3z99df/6X9emz63PR+rTcBNdQ7TZ7nbGvUt/f29HN615fi543qY64hw7ZpES1jath+vMs+xTHI7SdpLfdabXUu57rnyuFG8h/4qWfuTcezzGZrUMv73+batz+9rR0b/1kgel/LHlk4/AMCHECTAAwCA/bL9NngAALBzBHgAAEqIAA8AQAkR4AEAKCECPAAAJUSABwCghAjwAACUEAEeAIASIsADAFBCBHgAAEoo7FC103HZJzLsnEtiaPSc5saR33gs9dl48/PjtS+TPU79VNH9So9ZzxjxAIAtClSC18lP+tK/EHnUSeDXZIP78bN0pnOz92SkM75tMOWpm2luHV25jM8RH98n89vJ80P+4KwTyZjgPu7N1tMbm+Pq35hsBAAA4QUJ8K0bNyNcw5RIv/jP1jG4OrfrmAXOrtxrhmHdKU9NqfnURPdRzwXlENxUsBN5fihQE9A0fzHsJGaJs9PVmjWdLp3zFQCA9QQJ8N3LRoGq712py/VFTSqjXv6pX1dqyWc7yf1j/uaH+qFUzX/jl9QfDB7kWfMuByf+AwAAwtn7TnYnB9pqPZZ0fFylfn0htcpIeuGi+7T0PrwvsM7Bi9l7kerhgpJ69XDt5gcAABbZ7wDfupGmNqCPnqRYmHYl7cnwvuDfLbNG6d3qytPIlNRrFxKvjXcZEP8GAIDA9jfAa8c0je7a27xgKdx2rDN/dxuw2WCt0runTRi9UUVq7b70++51IY9i+yOOX+hJDwAIbj8DvD5S5oru0iv6KJkt9ZtAfBvyEbR1S+8zGuTjvfHNYYm2PkxeN+mWCABAtv0L8NPnxU1wb1wWrmJvfdKMQbK03PfPs1dqbfv+rmDP9U1K7wu1Ppl1juRx7zonAgDKIOxAN4YbqEbWG+hmw+C+mBu0plpooJuIH/Bm1JNGoA57rZu+q2VYczAgAABWCRLg50afiyswYpsLfP5N2kYjv60f4KNjG/Uaaz9uN5c+ATMLAABkCV6CBwAAb2/vn4MHAADFEeABACghAjwAACVEgAcAoIQI8AAAlBABHgCAEiLAAwBQQgR4AABKaD8DvA5Za8eQv5GW/6gQnYmuf5eYnhUAgI+EEvxe0SF1i0+GAwBAWsAA74LTbAa3vtysVfw2BldybqdVDTnhzJqmtQnRi5oBAMD+CxPgbZW4m8wlmu+8M5zIUfOdl0b1uNzUeNPjajRuRS7WbDoAAGBHAkw2U5fru7bUZH62Nzc7nJv69YudUW2cmgY2NcvbdLpYb9kMchp841PPxWdos7+rJqZjnc3olncq2sXHNc9PKevfmR1PTgUb25+Xz/EZ8+Jps2A2PmMSpc+U395GM+wBAMps8xJ8/UyOTWwaPc4Hmu7TyPx7JJ/yFnenVfMN6emfLqAZBw3uOoXrtGT99Glhk0AU3DVQFq72rxzIif8xU2bthUitnW6iqNjPmmIyIna5jgwnR9K8uxa5Ovef9UzIdwE9Wpe+5qa4bX1ymYnKsZzRXAAAyLBxgK+fHZvQNZHXL/6DuC+v5jci1cOAUciU8k9NdJubn717mT1fuwnAUXAvNhf8QK4eXQalqW3vmbkHU8p3O5NY9+Dq1gRv85en12aJGRu4pzs5kIdns9CqDESW7pPNCMjkWR4ovgMAMry7XvQuQzGSpzzF8DNXjV88uHsm0+BK2ubno6bvZBdrf/e1F5O53E128B6/JPdhYEvu63Qk7Mqllu6pngcALBAowFfkoHAxdD0nBzaiSlaFQVJFajXX2J0OrMWYkvy5ry637QauRB8v0C9ef1VCVl4AAJDXxgF+8DL2P2U4OTBhdtMAm/TlNW+1tnZ0c2352pt/7Uf24myJ3rWTa/X7amMJeOgAAOS2eQnetwcfzfWk8+3Tk6HcL6qDjjqLFeAyFPk77nUvXRX7UXMLz68PHkRr4rOO/cz2PHwqWP3+RVz+ZVX2xY85cJds4wcAIBKgir4r9y6CJp55r19fiD75FfWunwvM6cfc8ureZwdss77sUrpWsWupW3uxF3l+3QTRjABavz61mRI9Lrtu7Yhnjj2+bXfsExkuzNksMhCXTKfLMyP0ogcArBDgOXhvLmCnngU3Zs+iK30G/F4O79py/Ow6wSV/n5TuKOeesfdv1Irn4M3K/TP28/u1UPq5fCvjOfq5Y08t438/1/M/k3/+PrbR+U6CPAcPAFguXIC3igwOAwAAtiXwY3K+yrpSk89RlbWWgmkrBgBgpwKX4J10VXu+qmkAABDKVgI8AAB4W4Gr6AEAwD4gwAMAUEIEeAAASogADwBACRHgAQAoIQI8AAAlRIAHAKCEwj4Hv8547ylz49FvPN66H7fd/DQ/pvsys7/LVHS/0uPaM448AGCLApXgdQz6vvQvRB51qrc12eB+/CydRkMa9tWTUaUm7Q2Gum3dLAnSS3Xlcrof8ZebD37y/JA/OOtkMya4j3uz9fTG5rj6RWa3AwAgvyABvnXjZoRrmBLpF//ZOgZX53Yds8Dpp6Jdd1pUU2rWKelHPReUQ3DTxU7k+aFATUDT/MWwkxiut3s/NGs5ktPgk9QDABAowHcvGwWqvnelLtcXNamMegHHwW/JZ20+GD3mb36oH0rV/Dd+Sf3B4EGeNe9ycOI/AAAgnL3vZHdyoK3WY0nHx1Xq1xdSq4ykF3CWm6j0PrwvsM7Bi9l7kerhgpJ69ZCZ9gAAwe13gG/dSFMb0EdPUixMu5L2ZHhf8O+WWaP0bnXlyc6geyHx2niXAfFvAAAIbH8DvHZM0+iuvc0LlsJtxzrzd7cBmw3WKr172oTRG1Wk1u5Lv+9eF/Iotj/i+IWe9ACA4PYzwOsjZa7oLr2ij5LZUr8JxLchH0Fbt/Q+o0E+3hvfHJZo68PkdZNuiQAAZNu/AD99XtwE98Zl4Sr21ifNGCRLy33/PHul1rbv7wr2XN+k9L5Q65NZ50ge965zIgCgDMIOdGO4gWpkvYFuNgzui7lBa6qFBrqJ+AFvRj1pBOqw17rpu1qGNQcDAgBglSABfm70ubgCI7a5wOffpG008tv6AT46tlGvsfbjdnPpEzCzAABAluAleAAA8Pb2/jl4AABQHAEeAIASIsADAFBCtMEDALBl+oj2KjpGSkiU4AEAKCECPAAAJUSABwCghAjwAACU0McN8DpbXf8uMYUrtklHE9R5AW7MT1vCOX1fynq+9u24+F58WB83wHefZCQVOT7jqi8Nzun7UtbztW/HxffiwwrymFz2GPIZk6lMJ5OJrDHhiuZGFwxYX3S8eDtG/PFzxhj3dbm+a0utsmjSm9kENJ3X04Xj8Nv9kcX76+RPg9XpvHjMffu31aE0zl/cvpvP0ukVLWPTI2A6Oz5NJXtOgbnx+hNzD/j0tj9niC27+JwaS47JyXMuVlwb0TX+FvMNrPp+rTynUTqnjm2TSaCmf5udtkvP16LzvmheiunxLTmPK5dJb3PBcivWs/y4lN9Onutkybby3ntX74/Keewrzulquz323DY+ruXe92Ny+qWLzXfeG7kpW6dTs+qJMolnUm66TKNxK3KxXpWt3pBm63GvovfTwcOzTCo1+Ty3AwN5eJ6Y/4/kU9bO2alezT48dWVwde6335Gh/oletPH96V5O32ct02gUvJBWpXNek4lUT69NuFouRDqvMr35TLfRk5E5L+27aP+6chnb/uxlljO/nTw/TG9ai8+pEeRcDOTqdmhuAUfSvElvxAT/Cx8IQyfSKgW+X6vPafK6r58dm2MqSjNCfelfiDzahM629Hx5k8QxmfNmsontjCpnO1X0aGjO6+LS6tJlNA1N4NEMcrS9zlDs9yt9qldtK89x5bXyuDLvCcn0Wbk/GtyioLtwPfnOaUghjn21PMelmZI17rNvbGtV9N1LdwOt1D6bdyYBT82JMifjNnEHNTfL85DTwqa5k9KfBoqUwZU8mghxlBHF7RfC/J/1O3vRmZu4ie9vLpnOBYyf5VmOZcF9cAv0XJsvYUYJwmaSEp935d4e1PL9i+bpf36IrXHJOQ3GbONW9+/oNHkjaX02JXtzZfS2eU1nCfT9qh9KVUsvw1Es/epi4rv9rIjWTVuOn02gNOf1i/8sU+HzpcekGTtzI7+If69bYmPB05XNnFeOzzK+88uW8WloAly89kuvzZ7uXzOeUcqxrWDXYZ7jSureawa0Igcn/gO1Yn9an03GVINlLKfn7i0mnX2uIPc5DSbQsa+Q77jcPalSa0t/LmO/v7bYBj+Ql7H/MVI5kALpvjlf0jZXxsJA0X3Sqz51o1aDBzHXlH4jYl9s5S46c9Xt+Ca+SEY65/JivjSmdBKiiPEmWvLZRtPHuVL3wnMa0ODqMRVkZkH2/q0ujFDfr4cnGUXpp5mWsUnjh1dz46zKYc407V42ck/NXPx8ZWQA7XfdZbpdaTXjO79smShzlpFrt/sXr9XIsy0jyHWYc1t5LN4fd0+L14RZPk2ie2CRcxpEwGNfJu9x2YKIy+0tLjTumS0G+LocVs1/k1fzk8l1a/bRnK6mlqh3lQOynUuMybPEC3kJCzugzPY5kem1F50p5bzZXTxtls5F2SA1l4HZDycHemcZy8uC8xaV3jPPw046FXXlUr/svtqzfn1hboZmf26XtXFuS+jvV1eeRi79tLYqK+gFtfb5mpXUXFWuz3QPXsyVM7++ZcvU7ZfIBZM5XzRzM5NnW1aA6zD3tqZMRlObibIymov2x9bcmG9b7MumzWb9pkhPr/ECGbuQgh57KNrM1xmazIY2E23xiaBAthbgtdojccOz7Z++3VNzQHoj2iCBjpr69/FXVruLb7vNqBaeiapePs/vi/1CmG3FIry96JZlGHYsns7F6bFX5XRJESNfOgfWunGdZ6Iv95zFpXdnyTkNqXtvr+ej0zu5MPszGd4G75iTW4Hv18JzenJgbqEuU6VVnXJ8IadHC4JeUMXP1yBRbRVV5UY7qhkULeDHq3TzLLNc1Ua5IuvZ9DrMuS0bbKJz6TuAZt7z8uyPCZJ3fWkfPJrraddNTXGhjz2gwZWc2/4/mqHewf1wA+ECfCKhfW/suU5L2n7mO0TYnKErcaxT4JjvKLR+r0db/WP2Zb55yl1Us2p6d9HNVWXtUq50zk+PXZZ84UOmcy5Rr9lUe2Dc0tK7t/ichmSuZ+1wV6mYwDiSxzUTRnsDR+czeq3XmSff9yvXOdUmKnNUJpFjN/libZtFFD1frsTt+Vq111gDqq2ONt+VaQtUnmVWsCXcguvZ6DrMuy39rsTOZ8dk2hfdV5fvj/ZZ8u3Ru+4kmraFY9+OWR+FfRQuwKcSenmp2bAlDtcL+ihHb+6tWtIBxV5U0RfCX3SJTl27VjSdV7HHvu1AmJP25HVF9yW58FWldy9YJ6cVor4aC2sbVtM2wOn59K+N2zo3/n65zMLO2lwLni/XhONqF2ytmt5o27FMkn9+KlrfqmVcjcCCqmhbs+GCTZ5tJWxwHRbelje4uvU1SxnnPWt/bPW3+aypdfLJc+4yUoubyrZlK8ceSvTEgd6n9Pv61pmhJbZWRb8fVvSij7GBPKsDSqya3l50e1Q9v0hlrpjl2+nHL+5tih77OjegoKbPoOqXZnHVYJ7Se2ThOc3LfpH15rL/bW0hJErFbyD3+TLnRfszukyVr1VLPErnXq4S45P5J8cyvn06qzQWfe+vBqvXk3WdrHcdrretBPN9z7pVze+Pr6k0hYfk10qfoNDM9PqZ1/Vs79g35h9HtU8cvGkTRj47CvAm0GYEWXez1sLYltpMbInbyNP70ranZnXiiKrpm7Zd+E2r51dybWzpm8m0A9iioKjHXj2V07e6v+cM7nod5Sq9Rxae03xmz3/vSQ3HQjv4fvlSnmuH3pI85yt+rWjJaUmtmg1kmgI5lrlpRd+dZqJ6VzubNY98H5cc68m8Tta5DtfdluG+7xqXl3zfU/tjHy+r1OQiduNw/Xt8Ou/SNo99A67jobmedKyAbbfzB7KjAN+VSx1zI6pq8a92bWyrONa5fuY7CmW0u/jSd75StxvcJqsDiruo1PxFZ0+63b5+GcwH0w5Ou2wHmtFHOaLBOaL9cOm8rO1cj93kg1w0S8iVzhuyz+Dan3wv8PgrFrimASv3l3fxOc3DtVeqXXQ020Sx79cuzunse6H7oWc3Vt26sEYt+3zZZ4/9urT0NLZ9CFxGcGmtmv/+51lGa7Cix6Di6RP/7uRdz7wl12HsfjF9mZNRaFsmMMf75ay+r2bsz+BKzt2NY7qe5lEyw73eOV3iTY59Xr7jcoULW6uw6wzPBoIMVVsavnSgN5B3dA6xDOf0fSnr+dq34+J7sXOaYVhFmyFCKnkbfEFRB5S37vSHcDin70tZz9e+HRffiw+BEjwAAFv2FiV4AjwAYEP6xFJ8JroFtPf5Tjqo7dv+EOABAEAgtMEDAFBCBHgAAEqIAA8AQAkR4AEAKCECPAAAJUSABwCghAjwAACUEAEeAIASIsADAFBCBHgAAEqIAA8AQAkR4AEAKCECPAAAJUSABwCghAjwAACUEAEeAIASIsADAFBCBHgAAEqIAA8AQAkR4AEAKCECPAAAJUSABwCghAjwAACUEAEeAIASIsADAFBCBHgAAEqIAA8AQAkR4AEAKB2R/w+qzNNPmij9hgAAAABJRU5ErkJggg==)**

**Time and Space Complexity Analysis:**

**Bubble Sort:**

* Best Case Time Complexity: **O(n)** (when the array is already sorted)
* Average Case Time Complexity: **O(n²)**
* Worst Case Time Complexity: **O(n²)** (when the array is sorted in reverse order)
* Space Complexity: **O(1)** (in-place sorting with constant extra space)

**Quick Sort:**

* Best Case Time Complexity: **O(n log n)** (when partitioning divides array into nearly equal halves)
* Average Case Time Complexity: **O(n log n)**
* Worst Case Time Complexity: **O(n²)** (when partitioning is highly unbalanced, e.g., already sorted or reverse sorted with poor pivot choice)
* Space Complexity: **O(log n)** in best/average case (due to recursion stack)
* Space Complexity: **O(n)** in worst case (due to skewed recursion tree)

FUNCTION bubbleSort(A, n) // No new space; Space: +1 for n

FOR i FROM 0 TO n-2 // Time: +n-1 (≈+n)

FOR j FROM 0 TO n-i-2 // Time: +(n-i-1) per i; Total: \*n\*n

IF A[j] > A[j+1] // Time: +1

temp ← A[j] // Space: +1, Time: +1

A[j] ← A[j+1] // Time: +1

A[j+1] ← temp // Time: +1

ENDIF

ENDFOR

ENDFOR

ENDFUNCTION

// Space complexity for bubbleSort: O(1), as swaps use a single temp variable only[web:16].

FUNCTION quickSort(A, low, high) // Space: stack frames O(log n) avg., O(n) worst

IF low < high // Time: +1

pi ← partition(A, low, high) // Time: +n on avg.

quickSort(A, low, pi - 1) // Recursive call; Time: depends on split

quickSort(A, pi + 1, high) // Recursive call; Time: depends on split

ENDIF

ENDFUNCTION

FUNCTION partition(A, low, high) // Space: +1 for pivot, +1 for i, +1 for temp

pivot ← A[high] // Time: +1

i ← low - 1 // Time: +1

FOR j FROM low TO high - 1 // Time: +(high-low)

IF A[j] < pivot // Time: +1 per check

i ← i + 1 // Time: +1

temp ← A[i] // Space: +1, Time: +1

A[i] ← A[j] // Time: +1

A[j] ← temp // Time: +1

ENDIF

ENDFOR

temp ← A[i+1] // Space: +1, Time: +1

A[i+1] ← A[high] // Time: +1

A[high] ← temp // Time: +1

RETURN i+1 // Time: +1

ENDFUNCTION

FUNCTION printArray(A, n) // Space: +1 for temp (num)

FOR each num IN A // Time: +n

PRINT num // Time: +1 per iteration

ENDFOR

PRINT newline // Time: +1

ENDFUNCTION

FUNCTION main

DECLARE n // Space: +1

INPUT n // Time: +1

DECLARE array A of size n // Space: +n

FOR i FROM 0 TO n-1 // Time: +n

INPUT A[i] // Time: +1 per iteration

ENDFOR

DECLARE arrBubble as clone of A // Space: +n

DECLARE arrQuick as clone of A // Space: +n

PRINT "Bubble Sort:"

bubbleSort(arrBubble, n) // Time: +n^2, Space: +1

printArray(arrBubble, n) // Time: +n

PRINT "Quick Sort:"

quickSort(arrQuick, 0, n-1) // Avg Time: +n\*log(n), Space: O(log n)

printArray(arrQuick, n) // Time: +n

ENDFUNCTION

**Experiment No. 2**

**Title:**

Assignment Based on Divide and Conquer Strategy. (Implement Recursive and Non-Recursive Binary Search Algorithm using C++ or java. Determine Time and space complexity).

|  |  |  |  |
| --- | --- | --- | --- |
| Title of Experiment | CO Mapping | CO Statements | PO Mapping |
| Implement Recursive and Non-Recursive Binary Search Algorithm using C++ or java. Determine Time and space complexity | CO1, CO2, CO3 | Co1: To formulate computational problems in abstract and mathematically precise manner.  CO2: To design efficient algorithms for computational problems using appropriate algorithmic paradigm.  CO3:To analyze asymptotic complexity of the algorithm for a complex computational problem using suitable mathematical techniques | PO1, PO2, PO3, PO4, PO5, PO11 |

**Theory:**

**1. Introduction**

In this lab exercise, you will learn how to implement program to manage a integer numbers. The program will store this information in sorted order, and it will allow you to search number using binary search (both recursive and non-recursive methods).

**2. Theory**

**a. Binary Search**

Binary search is an efficient algorithm used to search for an element in a sorted list or array. It works by repeatedly dividing the search interval in half.

**Algorithm:**

1. Compare the target value with the middle element.
2. If the target matches the middle element, the search is successful.
3. If the target is less than the middle element, continue the search on the left half of the list.
4. If the target is greater than the middle element, continue the search on the right half of the list.
5. Repeat the process until the element is found or the search interval becomes empty.

**Time Complexity:**

**Best-case time complexity:**

* The best-case scenario occurs when the target element is the middle element of the array.
* In this case, the algorithm will find the element on the first iteration itself.
* Thus, the time complexity for the best case is O(1).

**Worst-case and Average-case time complexity**:

* In the worst-case scenario, the algorithm will continue splitting the array in half until the subarray is reduced to a single element.
* The number of iterations is proportional to the logarithm of the number of elements in the array because the array is halved with each iteration.
* Therefore, the time complexity for the worst and average cases is O(log n), where n is the number of elements in the array.

**Space Complexity of Binary Search**

The space complexity depends on the approach we use:

**Iterative Binary Search:**

* The iterative version of binary search does not use additional memory for recursion calls.
* The space complexity is O(1) because only a few variables (low, high, mid) are used to store the indices.

**Recursive Binary Search:**

* In the recursive version, each recursive call adds a new frame to the call stack.
* Since there are log n recursive calls (in the worst case), the space complexity is O(log n) due to the recursion stack.

**3. Lab Exercise**

**a. Program Requirements**

Your program should fulfill the following requirements:

1. Create an array of integers.
2. Implement a function to insert numbers into array.
3. Implement a function to search for number using binary search (both recursive and non-recursive methods).

**b. Step-by-Step Implementation**

Follow these steps to implement the program:

1. Create an empty array.
2. Implement a function to insert number into the array. Ensure that the array remains sorted.
3. Implement a recursive binary search function to search for a friend's mobile number.
4. Implement a non-recursive binary search function to achieve the same result.
5. Test the program with various scenarios.

**c. Testing the Program**

Test your program with various test cases to ensure it works correctly. Make sure to test:

* Inserting new element.
* Searching for existing element.
* Searching for non-existing element.

**Algorithm:**

**Data Structures:**

array to store numbers .

Functions:

**1. add\_Element(number):**

1. Create a new entry in the array.

2. Ensure the array remains sorted.

**2**. **recursive\_binary\_search(number):**

1. Initialize low = 0 and high = length of array - 1.

2. While low <= high:

a. Calculate the middle index: mid = (low + high) // 2.

b. If number == array[mid], return array[mid].

c. If name < array[mid], set high = mid - 1.

d. Otherwise, set low = mid + 1.

3. If the loop terminates without finding the name, return "Not found."

**3**. **non\_recursive\_binary\_search(name):**

1. Initialize low = 0 and high = length of array - 1.

2. While low <= high:

a. Calculate the middle index: mid = (low + high) // 2.

b. If array[mid] == number, return array[mid].

c. If name < array[mid], set high = mid - 1.

d. Otherwise, set low = mid + 1.

3. If the loop terminates without finding the name, return "Not found."

**4**. **main():**

1. Initialize an empty array.

2. Display a menu with the following options:

a. Insert number.

b. Search for a number (recursive).

c. Search for a number (non-recursive).

d. Exit.

3. Repeat the following until the user chooses to exit:

a. Prompt the user for their choice.

b. If the choice is 'a':

i. Prompt the user for a number.

c. If the choice is 'b':

i. Prompt the user for a number.

ii. Call recursive\_binary\_search(number) and display the result.

d. If the choice is 'c':

i. Prompt the user for number.

ii. Call non\_recursive\_binary\_search(number) and display the result.

e. If the choice is 'd', exit the program.

f. If the choice is invalid, display an error message.

4. End the program.

**4. Conclusion**

In this lab exercise, we learned how to create a program to manage and search number using binary search.

**Source Code, with description and with Output Need to be Uploaded to the VOLP**

import java.util.Scanner;

public class BinarySearchExample {

    public static int recursiveBinarySearch(int[] arr, int low, int high, int x) {

        if (high >= low) {

            int mid = low + (high - low) / 2;

            if (arr[mid] == x)

                return mid;

            if (arr[mid] > x)

                return recursiveBinarySearch(arr, low, mid - 1, x);

            return recursiveBinarySearch(arr, mid + 1, high, x);

        }

        return -1;

    }

    public static int iterativeBinarySearch(int[] arr, int x) {

        int low = 0, high = arr.length - 1;

        while (low <= high) {

            int mid = low + (high - low) / 2;

            if (arr[mid] == x)

                return mid;

            if (arr[mid] < x)

                low = mid + 1;

            else

                high = mid - 1;

        }

        return -1;

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        int n = sc.nextInt();

        int[] arr = new int[n];

        for (int i = 0; i < n; i++)

            arr[i] = sc.nextInt();

        int key = sc.nextInt();

        int resRec = recursiveBinarySearch(arr, 0, n - 1, key);

        System.out.println(resRec);

        int resIter = iterativeBinarySearch(arr, key);

        System.out.println(resIter);

        sc.close();

    }

}

**OUTPUT:**
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**Time and Space Complexity Analysis:**

**Recursive Binary Search:**

* Time Complexity:
  + Best Case: **O(1)** because if the middle element is the target, it takes just one comparison.
  + Average Case: **O(log n)** since the search space halves with each recursive call, reducing the problem size logarithmically.
  + Worst Case: **O(log n)** arises when the element is at one of the ends, requiring maximum recursive steps.
* Space Complexity: **O(log n)** due to the recursion call stack that holds at most one call per level down to log n levels.

**Iterative (Non-Recursive) Binary Search:**

* Time Complexity:
  + Best Case: **O(1)** when the middle element matches the target immediately.
  + Average Case: **O(log n)** because the halving of the search space continues iteratively until found.
  + Worst Case: **O(log n)** when the search narrows down to the edges of the array.
* Space Complexity: **O(1)** since only a few variables are used regardless of input size, with no recursion stack overhead.

FUNCTION recursiveBinarySearch(A, low, high, x) // Space: O(log n) for stack frames (recursion)

IF high >= low // Time: +1

mid ← low + (high - low) / 2 // Time: +1, Space: +1

IF A[mid] == x // Time: +1

RETURN mid // Time: +1

IF A[mid] > x // Time: +1

RETURN recursiveBinarySearch(A, low, mid-1, x) // Each call divides input; Time: \*log n

ELSE

RETURN recursiveBinarySearch(A, mid+1, high, x)// Each call divides input; Time: \*log n

RETURN -1 // Time: +1

ENDFUNCTION

// Recursive Binary Search: Time O(log n), Space O(log n) [web:26][web:27][web:28]

FUNCTION iterativeBinarySearch(A, x) // Space: O(1) extra variables

low ← 0 // Time: +1, Space: +1

high ← length(A) - 1 // Time: +1, Space: +1

WHILE low <= high // Time: \*log n (range halves every iteration)

mid ← low + (high - low) / 2 // Time: +1, Space: +1

IF A[mid] == x // Time: +1

RETURN mid // Time: +1

IF A[mid] < x // Time: +1

low ← mid + 1 // Time: +1

ELSE

high ← mid - 1 // Time: +1

RETURN -1 // Time: +1

ENDFUNCTION

// Iterative Binary Search: Time O(log n), Space O(1) [web:26][web:27][web:28]

FUNCTION main

DECLARE n // Space: +1

INPUT n // Time: +1

DECLARE array A of size n // Space: +n

FOR i = 0 TO n-1 // Time: +n

INPUT A[i] // Time: +1 per iteration

ENDFOR

INPUT key // Time: +1

resRec ← recursiveBinarySearch(A, 0, n-1, key) // Time: O(log n), Space: O(log n)

PRINT resRec // Time: +1

resIter ← iterativeBinarySearch(A, key) // Time: O(log n), Space: O(1)

PRINT resIter // Time: +1

ENDFUNCTION

**Complexity Analysis:**

|  |  |  |
| --- | --- | --- |
| **Type** | **Time Complexity** | **Space Complexity** |
| **Recursive** | O(log n) | O(log n) |
| **Iterative** | O(log n) | O(1) |

# Experiment Number: 03

**Title:** Assignment Based on Dynamic programming strategy. (Implement 0-1 Knapsack problem using cpp or java)

|  |  |  |  |
| --- | --- | --- | --- |
| **Title of Experimentation** | **CO**  **Mapping** | **CO-Statements** | **PO**  **Mapping** |
| Assignment Based on Dynamic programming strategy. (Implement 0-1 Knapsack problem using cpp or java) | CO1, CO2,C03 | To analyze asymptotic complexity of the algorithm for a complex computational problem using suitable mathematical techniques | PO1, PO2, PO3, PO4, PO5, PO11 |

**Theory:**

**0-1 Knapsack Problem** is a classic optimization problem:

* Given n items, each with a weight w[i] and a profit p[i], and a knapsack with capacity W.
* The goal is to maximize total profit by selecting items without exceeding capacity W.
* Each item can either be **taken (1)** or **not taken (0)** → hence “0-1 Knapsack.”

Dynamic Programming (DP) is used to solve this problem efficiently by avoiding recomputation.  
The key recurrence relation is:

dp[i][w]=max(dp[i−1][w],profit[i−1]+dp[i−1][w−weight[i−1]])

where:

* dp[i][w] = max profit using first i items with knapsack capacity w.

### **Input:**

* Number of items n
* Profit array p[n]
* Weight array w[n]
* Knapsack capacity W

### **Output:**

* Maximum profit achievable within capacity W.

### **Objective of Experiment:**

To implement and demonstrate how **Dynamic Programming** can be applied to solve the **0-1 Knapsack Problem** efficiently compared to recursive brute force.

### **Algorithm (Dynamic Programming – Bottom-Up):**

1. Initialize a DP table dp[n+1][W+1].
2. For each item i (1…n):
   * For each capacity w (1…W):
     + If weight[i-1] <= w, compute:

dp[i][w]=max⁡(dp[i−1][w], profit[i−1]+dp[i−1][w−weight[i−1]])dp[i][w] = \max(dp[i-1][w], \, profit[i-1] + dp[i-1][w - weight[i-1]])dp[i][w]=max(dp[i−1][w],profit[i−1]+dp[i−1][w−weight[i−1]])

* + - Else, inherit previous value:

dp[i][w]=dp[i−1][w]dp[i][w] = dp[i-1][w]dp[i][w]=dp[i−1][w]

1. Result is stored in dp[n][W].

### **Pseudo Code:**

function knapsack(profit[], weight[], n, W):

create dp[n+1][W+1]

for i = 0 to n:

for w = 0 to W:

if i == 0 or w == 0:

dp[i][w] = 0

else if weight[i-1] <= w:

dp[i][w] = max(profit[i-1] + dp[i-1][w - weight[i-1]],

dp[i-1][w])

else:

dp[i][w] = dp[i-1][w]

return dp[n][W]

### **Java Implementation:**

import java.util.Scanner;

public class KnapsackDP {

public static int knapsack(int[] profit, int[] weight, int n, int W) {

int[][] dp = new int[n + 1][W + 1];

for (int i = 0; i <= n; i++) {

for (int w = 0; w <= W; w++) {

if (i == 0 || w == 0) {

dp[i][w] = 0;

} else if (weight[i - 1] <= w) {

dp[i][w] = Math.max(profit[i - 1] + dp[i - 1][w - weight[i - 1]],

dp[i - 1][w]);

} else {

dp[i][w] = dp[i - 1][w];

}

}

}

return dp[n][W];

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter number of items: ");

int n = sc.nextInt();

int[] profit = new int[n];

int[] weight = new int[n];

System.out.println("Enter profits of items:");

for (int i = 0; i < n; i++) {

profit[i] = sc.nextInt();

}

System.out.println("Enter weights of items:");

for (int i = 0; i < n; i++) {

weight[i] = sc.nextInt();

}

System.out.print("Enter knapsack capacity: ");

int W = sc.nextInt();

int maxProfit = knapsack(profit, weight, n, W);

System.out.println("Maximum profit = " + maxProfit);

sc.close();

}

}

**Input:**

Enter number of items: 3

Enter profits of items:

60 100 120

Enter weights of items:

10 20 30

Enter knapsack capacity: 50

**Output:**

Maximum profit = 220

### **Flowchart (suggested structure):**

* **Start**
* Input: n, profits[], weights[], W
* Initialize DP table
* For each item i = 1 to n  
  → For each capacity w = 1 to W  
  → If item fits → choose max(include, exclude)  
  → Else inherit previous
* End loops
* Output dp[n][W]

**Source Code, with description and with Output Need to be Uploaded to the VOLP**

**Code:**

import java.util.Scanner;

public class Knapsack {

    public static int knapsack(int W, int wt[], int val[], int n) {

        int[][] K = new int[n + 1][W + 1];

        for (int i = 0; i <= n; i++) {

            for (int w = 0; w <= W; w++) {

                if (i == 0 || w == 0) {

                    K[i][w] = 0;

                } else if (wt[i - 1] <= w) {

                    K[i][w] = Math.max(val[i - 1] + K[i - 1][w - wt[i - 1]], K[i - 1][w]);

                } else {

                    K[i][w] = K[i - 1][w];

                }

            }

        }

        return K[n][W];

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.println("Enter number of items:");

        int n = sc.nextInt();

        int[] val = new int[n];

        int[] wt = new int[n];

        System.out.println("Enter value and weight of each item:");

        for (int i = 0; i < n; i++) {

            val[i] = sc.nextInt();

            wt[i] = sc.nextInt();

        }

        System.out.println("Enter the capacity of the knapsack:");

        int W = sc.nextInt();

        int maxProfit = knapsack(W, wt, val, n);

        System.out.println("Maximum profit that can be obtained = " + maxProfit);

        sc.close();

    }

}

**OUTPUT:**
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**Time and Space Complexity Analysis:**

**Time Complexity**

* The algorithm fills an (n+1)×(W+1) table.
* Each cell computation takes constant time O(1)
* Total time complexity: **O(nW)** where n is item count and W is knapsack capacity.

**Space Complexity**

* Uses a 2D array Kof size (n+1)×(W+1)
* Requires space proportional to number of items and capacity.
* Total space complexity: **O(nW)**

**Pseudocode with Complexity Comments**

text

FUNCTION knapsack(W, wt, val, n)

DECLARE 2D array K of size (n+1) x (W+1) // Space: +(n+1)\*(W+1) = O(n\*W)

FOR i FROM 0 TO n // Time: +n+1

FOR w FROM 0 TO W // Time: +(W+1) per i; Total: \*n\*W

IF i == 0 OR w == 0 // Time: +1 per iteration

K[i][w] ← 0 // Time: +1

ELSE IF wt[i-1] <= w // Time: +1

K[i][w] ← MAX(val[i-1] + K[i-1][w - wt[i-1]], K[i-1][w]) // Time: +1 (max and addition)

ELSE

K[i][w] ← K[i-1][w] // Time: +1

ENDIF

ENDFOR

ENDFOR

RETURN K[n][W] // Time: +1 (return)

ENDFUNCTION

FUNCTION main

DECLARE scanner // Space: +1

PRINT "Enter number of items:" // Time: +1

INPUT n // Time: +1

DECLARE arrays val[n], wt[n] // Space: +n each = +2n total

PRINT "Enter value and weight of each item:" // Time: +1

FOR i FROM 0 TO n-1 // Time: +n

INPUT val[i], wt[i] // Time: +1 per read

ENDFOR

PRINT "Enter the capacity of the knapsack:" // Time: +1

INPUT W // Time: +1

maxProfit ← knapsack(W, wt, val, n) // Time: O(n\*W), Space: O(n\*W)

PRINT "Maximum profit that can be obtained = " + maxProfit // Time: +1

CLOSE scanner // Time: +1

ENDFUNCTION

**Complexity Explanation**

* **Time Complexity:** The nested loops iterate over each item (n) and capacity (W), so overall the time complexity is O(n×W))
* **Space Complexity:** The 2D DP table K requires O(n×W) space to store intermediate results.
* Input and output operations take linear time and constant extra space outside the storage arrays.
* All constant time operations (+1) occur within nested loops to build the solution table.

# Experiment Number: 04

**Title:** Assignment Based on Backtracking. (Implement N- Queen problem)

|  |  |  |  |
| --- | --- | --- | --- |
| **Title of Experimentation** | **CO**  **Mapping** | **CO-Statements** | **PO**  **Mapping** |
| Assignment Based on Backtracking. (Implement N- Queen problem) | CO1,CO2,CO3 | To establish NP-completeness of some decision problems, grasp the significance of the notion of NP-completeness and its relationship with intractability of the decision problems. |  |

### **Theory**

The **N-Queen problem** is a classical combinatorial problem:

* Place N queens on an N × N chessboard.
* Queens must be placed so that no two queens attack each other.
* A queen can attack another if they share the same **row, column, or diagonal**.

**Backtracking** is used:

* Place queens one by one in different rows.
* If placing a queen leads to a valid state, proceed to the next row.
* If a conflict occurs, backtrack and try the next column.

### **Input:**

* A single integer N → size of chessboard (and number of queens).

### **Output:**

* One or more valid configurations of N queens on the board.
* (Each solution shows positions where queens are placed safely.)

### **Objective of Experiment:**

To understand and implement **Backtracking** by solving the **N-Queen problem**, demonstrating how systematic trial and error with recursive backtracking helps solve constraint satisfaction problems.

### **Algorithm (Backtracking):**

1. Start with the first row.
2. Try placing a queen in each column of the current row.
3. If placing queen is **safe** (no other queen in same column/diagonal), place it.
4. Recurse to the next row.
5. If all queens are placed → print solution.
6. If no valid column exists in current row → backtrack (remove queen from previous row and try next possibility).

### **Pseudo Code:**

function solveNQueen(N):

create board[N][N] initialized to 0

if placeQueen(board, 0, N) == false:

print "No solution exists"

else:

print board

function placeQueen(board, row, N):

if row == N:

return true // all queens placed

for col = 0 to N-1:

if isSafe(board, row, col, N):

board[row][col] = 1

if placeQueen(board, row+1, N):

return true

board[row][col] = 0 // backtrack

return false

function isSafe(board, row, col, N):

check column above

check upper-left diagonal

check upper-right diagonal

if no conflicts → return true

else → return false

### **Java Implementation:**

import java.util.Scanner;

public class NQueen {

static int N;

// Function to print solution

static void printSolution(int board[][]) {

for (int i = 0; i < N; i++) {

for (int j = 0; j < N; j++) {

System.out.print((board[i][j] == 1 ? "Q " : ". "));

}

System.out.println();

}

System.out.println();

}

// Check if a queen can be placed at board[row][col]

static boolean isSafe(int board[][], int row, int col) {

// Check column

for (int i = 0; i < row; i++)

if (board[i][col] == 1)

return false;

// Check upper-left diagonal

for (int i = row, j = col; i >= 0 && j >= 0; i--, j--)

if (board[i][j] == 1)

return false;

// Check upper-right diagonal

for (int i = row, j = col; i >= 0 && j < N; i--, j++)

if (board[i][j] == 1)

return false;

return true;

}

// Recursive function to solve N-Queen problem

static boolean solveNQUtil(int board[][], int row) {

if (row == N) {

printSolution(board);

return true;

}

boolean res = false;

for (int col = 0; col < N; col++) {

if (isSafe(board, row, col)) {

board[row][col] = 1;

res = solveNQUtil(board, row + 1) || res;

board[row][col] = 0; // backtrack

}

}

return res;

}

static void solveNQ() {

int board[][] = new int[N][N];

if (!solveNQUtil(board, 0)) {

System.out.println("No solution exists");

}

}

public static void main(String args[]) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter value of N: ");

N = sc.nextInt();

solveNQ();

sc.close();

}

}

**Input:**

Enter value of N: 4

**Output:** (One possible solution)

. Q . .

. . . Q

Q . . .

. . Q .

. . Q .

Q . . .

. . . Q

. Q . .

### **Flowchart :**

* **Start**
* Input N
* Initialize empty board[N][N]
* Call recursive function placeQueen(row)
  + If row == N → print solution
  + Else try placing queen in each column:
    - If safe → place queen → recurse → if fails → backtrack
* Repeat until all solutions are found
* **Stop**

**Source Code, with description and with Output Need to be Uploaded to the VOLP**

-

**Code:**

import java.util.Scanner;

public class NQueen {

    public static boolean isSafe(int[][] board, int row, int col, int N) {

        for (int i = 0; i < col; i++)

            if (board[row][i] == 1)

                return false;

        for (int i = row, j = col; i >= 0 && j >= 0; i--, j--)

            if (board[i][j] == 1)

                return false;

        for (int i = row, j = col; i < N && j >= 0; i++, j--)

            if (board[i][j] == 1)

                return false;

        return true;

    }

    public static boolean solveNQueen(int[][] board, int col, int N) {

        if (col >= N)

            return true;

        for (int i = 0; i < N; i++) {

            if (isSafe(board, i, col, N)) {

                board[i][col] = 1;

                if (solveNQueen(board, col + 1, N))

                    return true;

                board[i][col] = 0;

            }

        }

        return false;

    }

    public static void printBoard(int[][] board, int N) {

        for (int i = 0; i < N; i++) {

            for (int j = 0; j < N; j++) {

                System.out.print(board[i][j] + " ");

            }

            System.out.println();

        }

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.println("Enter the size of the board (N):");

        int N = sc.nextInt();

        int[][] board = new int[N][N];

        if (solveNQueen(board, 0, N)) {

            System.out.println("Solution exists:");

            printBoard(board, N);

        } else {

            System.out.println("Solution does not exist");

        }

        sc.close();

    }

}

**OUTPUT:**
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**![](data:image/png;base64,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)**

**Time and Space Complexity Analysis:**

## Time Complexity Analysis

* In worst case, the algorithm tries to place queens in all rows for each of the N columns.
* Possible configurations to explore: N^N
* Pruning reduces number of checks, but worst case remains O(N!) due to permutations of placing queens per row without conflicts.
* Hence time complexity is approximately **O(N!)**

## Space Complexity Analysis

* Uses an N×N times N×N board to store queen positions.
* Recursion stack depth can go up to N (one for each column).
* Total space complexity is **O(N^2)** for the board plus recursion call stack, which is **O(N)**
* Overall space complexity is **O(N^2)**

**Pseudocode with Complexity Comments**

text

FUNCTION knapsack(W, wt, val, n)

DECLARE 2D array K of size (n+1) x (W+1) // Space: +(n+1)\*(W+1) = O(n\*W)

FOR i FROM 0 TO n // Time: +n+1

FOR w FROM 0 TO W // Time: +(W+1) per i; Total: \*n\*W

IF i == 0 OR w == 0 // Time: +1 per iteration

K[i][w] ← 0 // Time: +1

ELSE IF wt[i-1] <= w // Time: +1

K[i][w] ← MAX(val[i-1] + K[i-1][w - wt[i-1]], K[i-1][w]) // Time: +1 (max and addition)

ELSE

K[i][w] ← K[i-1][w] // Time: +1

ENDIF

ENDFOR

ENDFOR

RETURN K[n][W] // Time: +1 (return)

ENDFUNCTION

FUNCTION main

DECLARE scanner // Space: +1

PRINT "Enter number of items:" // Time: +1

INPUT n // Time: +1

DECLARE arrays val[n], wt[n] // Space: +n each = +2n total

PRINT "Enter value and weight of each item:" // Time: +1

FOR i FROM 0 TO n-1 // Time: +n

INPUT val[i], wt[i] // Time: +1 per read

ENDFOR

PRINT "Enter the capacity of the knapsack:" // Time: +1

INPUT W // Time: +1

maxProfit ← knapsack(W, wt, val, n) // Time: O(n\*W), Space: O(n\*W)

PRINT "Maximum profit that can be obtained = " + maxProfit // Time: +1

CLOSE scanner // Time: +1

ENDFUNCTION

**Complexity Explanation**

* **Time Complexity:** The nested loops iterate over each item (n) and capacity (W), so overall the time complexity is O(n×W)
* **Space Complexity:** The 2D DP table K requires O(n×W) space to store intermediate results.
* Input and output operations take linear time and constant extra space outside the storage arrays.
* All constant time operations (+1) occur within nested loops to build the solution table.

# Experiment Number: 05

**Title:** Assignment Based on Greedy strategy. (Implement Huffman encoding algorithm)

|  |  |  |  |
| --- | --- | --- | --- |
| **Title of Experimentation** | **CO**  **Mapping** | **CO-Statements** | **PO**  **Mapping** |
| Assignment Based on Greedy strategy. (Implement Huffman encoding algorithm) | CO2, CO3 | CO2: To design efficient algorithms for computational problems using appropriate algorithmic paradigm  CO3: To analyze asymptotic complexity of the algorithm for a complex computational problem using suitable mathematical techniques | PO2, PO3, PO4 |

**Theory:**

* Greedy Strategy is a paradigm where local optimal choices are made at each step to find a global optimum.
* Huffman Encoding is a greedy algorithm that assigns variable-length binary codes to characters:
* Shorter codes → frequent characters.
* Longer codes → rare characters.
* Applications: Data compression in ZIP, JPEG, MP3, etc.
* **Time Complexity:**

1.Building priority queue: O(n)

2.Extract & merge steps: O(n log n)

Total: **O(n log n)**

**Input:**

Characters: {a, b, c, d, e, f}

Frequencies: {5, 9, 12, 13, 16, 45}

Huffman Codes (one possible solution):

a : 1100

b : 1101

c : 100

d : 101

e : 111

f : 0

Encoded String (for "face"):

f a c e → 0 1100 100 111 = 01100100111

**Output:**

Huffman Codes: {'f': '0', 'c': '100', 'd': '101', 'a': '1100', 'b': '1101', 'e': '111'}

Encoded: 01100100111

Decoded: face

**Objective of Experiment:**

* To implement Huffman Encoding using the Greedy strategy.
* To compress and decompress text data.
* To analyse space efficiency compared to fixed-length encoding

**Flow Chart/Pseudo Code/Algorithm:**

Algorithm:

1.Create a priority queue (min-heap) containing all characters with their frequencies.

2.While more than one node exists in the heap:

* Extract two nodes with the smallest frequency.
* Create a new internal node with these two as children.
* Insert the new node back into the heap.

3.The remaining node is the root of the Huffman tree.

4.Traverse the tree:

* Assign 0 for the left edge, 1 for the right edge.
* Generate codes for each character.

5.Encode the input string using generated codes.

6.Decode the encoded string using the Huffman tree.

**Flowchart:**

(You can insert a flowchart here showing recursive splitting and combining steps)

**Source Code, with description and with Output Need to be Uploaded to the VOLP**

**Code:**

import java.util.\*;

class Node implements Comparable<Node> {

    char ch;

    int freq;

    Node left, right;

    Node(char ch, int freq) {

        this.ch = ch;

        this.freq = freq;

    }

    Node(int freq, Node left, Node right) {

        this.ch = '\0';

        this.freq = freq;

        this.left = left;

        this.right = right;

    }

    public int compareTo(Node other) {

        return this.freq - other.freq;

    }

}

public class HuffmanCoding {

    public static void generateCodes(Node root, String code, Map<Character, String> codes) {

        if (root == null)

            return;

        if (root.left == null && root.right == null) {

            codes.put(root.ch, code);

        }

        generateCodes(root.left, code + "0", codes);

        generateCodes(root.right, code + "1", codes);

    }

    public static Map<Character, String> buildHuffmanTree(char[] chars, int[] freq) {

        PriorityQueue<Node> pq = new PriorityQueue<>();

        for (int i = 0; i < chars.length; i++) {

            pq.add(new Node(chars[i], freq[i]));

        }

        while (pq.size() > 1) {

            Node left = pq.poll();

            Node right = pq.poll();

            Node merged = new Node(left.freq + right.freq, left, right);

            pq.add(merged);

        }

        Node root = pq.poll();

        Map<Character, String> codes = new HashMap<>();

        generateCodes(root, "", codes);

        return codes;

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.println("Enter the number of characters:");

        int n = sc.nextInt();

        char[] chars = new char[n];

        int[] freq = new int[n];

        System.out.println("Enter characters:");

        for (int i = 0; i < n; i++) {

            chars[i] = sc.next().charAt(0);

        }

        System.out.println("Enter their frequencies:");

        for (int i = 0; i < n; i++) {

            freq[i] = sc.nextInt();

        }

        Map<Character, String> huffmanCodes = buildHuffmanTree(chars, freq);

        System.out.println("Huffman Codes:");

        for (char c : chars) {

            System.out.println(c + ": " + huffmanCodes.get(c));

        }

        sc.close();

    }

}

**OUTPUT:**
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**Time and Space Complexity Analysis:**

## Time Complexity

* Building the priority queue takes O(n) for n characters.
* Each merge operation occurs n−1 times, and each operation involves extracting two min nodes and adding one new node, each costing O(logn) because of the priority queue.
* Total time complexity: **O(nlogn)**.

## Space Complexity

* The tree stores all nodes including merged internal nodes; a total of 2n−1 nodes for n characters.
* Codes are stored for each character.
* Priority queue space: O(n)
* Overall space complexity: **O(n)**

## Pseudocode with Complexity Comments

text

CLASS Node

VARIABLE ch, freq

VARIABLE left, right

FUNCTION Node(ch, freq) // Constructor for leaf node

this.ch ← ch // Time: +1

this.freq ← freq // Time: +1

ENDFUNCTION

FUNCTION Node(freq, left, right) // Constructor for internal node

this.ch ← '\0' // Time: +1

this.freq ← freq // Time: +1

this.left ← left // Time: +1

this.right ← right // Time: +1

ENDFUNCTION

FUNCTION compareTo(other) // For priority queue ordering

RETURN this.freq - other.freq // Time: +1

ENDFUNCTION

ENDCLASS

FUNCTION generateCodes(root, code, codes) // Generate Huffman codes by tree traversal

IF root == null // Time: +1 per call

RETURN

IF root.left == null AND root.right == null // Leaf node // Time: +1 per leaf

codes[root.ch] ← code // Store code for character // Time: +1

generateCodes(root.left, code + "0", codes) // Traverse left subtree // Time: O(n) overall

generateCodes(root.right, code + "1", codes) // Traverse right subtree // Time: O(n) overall

ENDFUNCTION

FUNCTION buildHuffmanTree(chars, freq) // chars, freq: arrays of size n

DECLARE priorityQueue pq // Space: +n for storing nodes

FOR i = 0 TO n-1 // Time: +n

pq.add(new Node(chars[i], freq[i])) // Time: O(log n) per insertion

WHILE pq.size() > 1 // Time: O(n log n) for building tree

left ← pq.poll() // Extract min node // Time: O(log n)

right ← pq.poll() // Extract next min // Time: O(log n)

merged ← new Node(left.freq + right.freq, left, right) // Create new node // Time: +1

pq.add(merged) // Insert merged node // Time: O(log n)

root ← pq.poll() // Root of Huffman Tree // Time: +1

DECLARE codes map // Space: +n for character codes

generateCodes(root, "", codes) // Time: O(n) to generate codes

RETURN codes // Map char → code // Time: +1

ENDFUNCTION

FUNCTION main

DECLARE scanner // Space: +1

PRINT "Enter the number of characters:" // Time: +1

INPUT n // Time: +1

DECLARE chars[n], freq[n] // Space: +2n

PRINT "Enter characters:" // Time: +1

FOR i = 0 TO n-1 // Time: +n

INPUT chars[i] // Time: +1 per input

PRINT "Enter their frequencies:" // Time: +1

FOR i = 0 TO n-1 // Time: +n

INPUT freq[i] // Time: +1 per input

huffmanCodes ← buildHuffmanTree(chars, freq) // Time: O(n log n), Space: O(n)

PRINT "Huffman Codes:" // Time: +1

FOR each c IN chars // Time: +n

PRINT c + ": " + huffmanCodes[c] // Time: +1 per output

CLOSE scanner // Time: +1

ENDFUNCTION

# Experiment Number: 06

**Title:** Assignment Based on Dynamic programming strategy to implement traveling salesman problem

|  |  |  |  |
| --- | --- | --- | --- |
| **Title of Experimentation** | **CO**  **Mapping** | **CO-Statements** | **PO**  **Mapping** |
| Assignment Based on Dynamic programming strategy to implement traveling salesman problem | CO2, CO3, CO6 | CO2: To design efficient algorithms for computational problems using appropriate algorithmic paradigm  CO3: To analyze asymptotic complexity of the algorithm for a complex computational problem using suitable mathematical techniques.  CO3: To analyze asymptotic complexity of the algorithm for a complex computational problem using suitable mathematical techniques | PO2, PO3, PO4, PO5 |

**Theory:**

* Dynamic Programming (DP): A problem-solving technique where a problem is divided into overlapping subproblems, and results of subproblems are reused (memorization).
* Traveling Salesman Problem (TSP):
* Problem: A salesman must visit every city exactly once and return to the starting city with minimum travel cost.
* Brute force approach → O(n!) complexity (checking all permutations).
* DP (Held-Karp Algorithm): Solves TSP in O(n² · 2ⁿ) time by storing results of subproblems using bit masking.
* Applications: Vehicle routing, logistics, circuit design, route optimization, DNA sequencing

**Input:**

Number of cities: 4

Cost Matrix:

0 10 15 20

10 0 35 25

15 35 0 30

20 25 30 0

**Output:**

Minimum travel cost: 80

Path: 0 → 1 → 3 → 2 → 0

**Objective of Experiment:**

* To apply Dynamic Programming strategy to solve the Traveling Salesman Problem.
* To compare brute force vs. DP in terms of computational complexity.
* To understand the importance of overlapping subproblems and optimal substructure in TSP.

**Flow Chart/Pseudo Code/Algorithm:**

Algorithm (Held-Karp DP Algorithm for TSP)

1. Let dp[mask][i] = minimum cost to visit the set of cities represented by mask ending at city i.
2. Initialize dp[1<<i][i] = cost[start][i].
3. For each subset of cities (represented as bitmask):
   * For each city i in subset:
     + For each city j in subset, j != i:
     + dp[mask][i] = min(dp[mask][i], dp[mask ^ (1<<i)][j] + cost[j][i])
4. Answer = min(dp[(1<<n)-1][i] + cost[i][start]) for all i.

**Flowchart:**

(You can insert a flowchart here showing recursive splitting and combining steps)

**Source Code, with description and with Output Need to be Uploaded to the VOLP**

**Code:**

import java.util.Scanner;

public class TravellingSalesman {

    static int tsp(int[][] dist, int mask, int pos, int n, int[][] memo) {

        if (mask == (1 << n) - 1) {

            return dist[pos][0];

        }

        if (memo[pos][mask] != -1) {

            return memo[pos][mask];

        }

        int ans = Integer.MAX\_VALUE;

        for (int city = 0; city < n; city++) {

            if ((mask & (1 << city)) == 0) {

                int newAns = dist[pos][city] + tsp(dist, mask | (1 << city), city, n, memo);

                ans = Math.min(ans, newAns);

            }

        }

        memo[pos][mask] = ans;

        return ans;

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.println("Enter number of cities:");

        int n = sc.nextInt();

        int[][] dist = new int[n][n];

        System.out.println("Enter distance matrix:");

        for (int i = 0; i < n; i++) {

            for (int j = 0; j < n; j++) {

                dist[i][j] = sc.nextInt();

            }

        }

        int[][] memo = new int[n][1 << n];

        for (int i = 0; i < n; i++) {

            for (int j = 0; j < (1 << n); j++) {

                memo[i][j] = -1;

            }

        }

        int result = tsp(dist, 1, 0, n, memo);

        System.out.println("Minimum cost of travelling all cities: " + result);

        sc.close();

    }

}

**OUTPUT:**
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**Time and Space Complexity Analysis:**

## Time Complexity

* Number of subproblems: n×2^n (position × visited subset)
* For each subproblem, we check up to n cities.
* Overall time complexity: **O(n^2×2^n)**

## Space Complexity

* Memoization table size: n×2^n
* Extra space for recursion stack: O(n)
* Overall space complexity: **O(n×2^n)**

## Pseudocode with Complexity Comments

text

FUNCTION tsp(dist, mask, pos, n, memo)

IF mask == (1 << n) - 1 // Check if all cities visited; Time: +1

RETURN dist[pos][0] // Return distance back to start; Time: +1

IF memo[pos][mask] != -1 // Memoization check; Time: +1

RETURN memo[pos][mask]

ans ← INFINITY // Time: +1

FOR city FROM 0 TO n-1 // Time: +n (check all possible next cities)

IF (mask & (1 << city)) == 0 // If city not visited; Time: +1 per city

newAns ← dist[pos][city] + tsp(dist, mask | (1 << city), city, n, memo) // Recursion; Time: exponential by subproblem count

ans ← MIN(ans, newAns) // Time: +1 (compare and assign)

memo[pos][mask] ← ans // Store computed answer; Time: +1

RETURN ans // Return minimum cost found; Time: +1

ENDFUNCTION

FUNCTION main

DECLARE scanner // Space: +1

PRINT "Enter number of cities:" // Time: +1

INPUT n // Time: +1

DECLARE 2D array dist[n][n] // Space: +n^2

PRINT "Enter distance matrix:" // Time: +1

FOR i FROM 0 TO n-1 // Time: +n

FOR j FROM 0 TO n-1 // Time: +n per i; Total: \*n^2

INPUT dist[i][j] // Time: +1 per input

DECLARE 2D array memo[n][1 << n] // Space: +n \* 2^n

FOR i FROM 0 TO n-1 // Time: +n

FOR j FROM 0 TO (1 << n) - 1 // Time: +2^n per i; Total: \*n\*2^n

memo[i][j] ← -1 // Time: +1 per initialization

result ← tsp(dist, 1, 0, n, memo) // Recursive call; Time: O(n^2 \* 2^n)

PRINT "Minimum cost of travelling all cities: " + result // Time: +1

CLOSE scanner // Time: +1

ENDFUNCTION

## Complexity Explanation

* **Time Complexity:** There are n×2n possible state combinations of (current city, visited subset). Each state recursively calls up to n cities, so total time complexity is O(n^2 2^n)
* **Space Complexity:** The memoization table stores results for each (city, mask) state: O(n 2^n)space.
* Input distance matrix uses O(n^2) space, but this is dominated by memo space.
* The recursive recursion stack depth at most O(n), which is less significant compared to memo.